**TASK 10**

**Greedy Technique – Topological Sort**

Chef has a tree  *G* with  *N* nodes (numbered 1 through  *N*) and  *N*−1 undirected edges. For each node  *u* in the tree, he can assign directions to the edges in such a way that  *u* is reachable from all the other nodes. Let  *Cu*​ be the number of valid [topological orderings](https://en.wikipedia.org/wiki/Topological_sorting) in the resulting directed acyclic graph.

For example, consider the tree below:

**Input:**![https://s3.amazonaws.com/codechef_shared/download/Images/MARCH21/MAXTOPO/MAXTOPO_eg.png](data:image/png;base64,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)

Enter the no of vertices:

3

Enter the adjacency matrix:

Enter row 1

0 1 1

Enter row 2

0 0 1

Enter row 3

0 0 0

**Output:**

The topological order is:1 2 3

**Test Case 1:** Assume a Directed Acyclic Graph (DAG) as an input and check whether Topological sorting can be applied or not?

**Test Case 2:** Implement topological sorting using Breadth First Search (BFS)

**Aim:**

Implement a c program for topological ordering

**Algorithm:**

**Step 1:** Find indegree for all nodes.

**Step 2:** Identify a node with no incoming edges.

**Step 3:** Remove the node from the graph and add it to the ordering.

**Step 4:** Remove the node’s out-going edges from the graph.

**Step 5:** Decrement the in-degree where connected edges were deleted.

**Step 6:**Repeat Steps 1 to 4 till there are no nodes left with zero in-degree.

**Step 7:**Check if all elements are present in the sorted order.

**Step 8:** If the result of Step 6 is true, we have the sorted order. Else no topological ordering exists.

**Step 9:** Exit.

**Program:**

#include <stdio.h>

int main() {

int i, j, k, n, a[10][10], indeg[10], flag[10], count = 0;

printf("Enter the number of vertices:\n");

scanf("%d", &n);

printf("Enter the adjacency matrix:\n");

for (i = 0; i < n; i++) {

printf("Enter row %d: ", i + 1);

for (j = 0; j < n; j++)

scanf("%d", &a[i][j]);

}

for (i = 0; i < n; i++) {

indeg[i] = 0;

flag[i] = 0;

}

// Compute in-degree of each vertex

for (i = 0; i < n; i++)

for (j = 0; j < n; j++)

indeg[i] += a[j][i];

printf("\nThe topological order is: ");

while (count < n) {

for (k = 0; k < n; k++) {

if ((indeg[k] == 0) && (flag[k] == 0)) {

printf("%d ", k + 1);

flag[k] = 1;

count++;

// Reduce in-degree of adjacent vertices

for (i = 0; i < n; i++) {

if (a[k][i] == 1)

indeg[i]--;

}

}

}

}

printf("\n");

return 0;

}

**Sample Input/Output:**

Enter the number of vertices: 6

Enter the adjacency matrix:

Enter row 1: 0 1 1 0 0 0

Enter row 2: 0 0 0 1 0 0

Enter row 3: 0 0 0 1 1 0

Enter row 4: 0 0 0 0 0 1

Enter row 5: 0 0 0 0 0 1

Enter row 6: 0 0 0 0 0 0

The topological order is: 1 2 3 4 5 6

**Test Case 1:** Assume a Directed Acyclic Graph (DAG) as an input and check whether Topological sorting can be applied or not.

**Testcase 1:**

Enter the no of vertices:

4

Enter the adjacency matrix:

Enter row 1

0 1 1 0

Enter row 2

0 0 0 1

Enter row 3

0 0 0 1

Enter row 4

0 0 0 0

The topological order is:1 2 3 4

**Test Case 2:** Implement topological sorting using Breadth First Search (BFS)

Algorithm :

Program:

#include <stdio.h>

#include <stdlib.h>

#define MAX\_NODES 100005

typedef struct {

int vertex;

struct Node\* next;

} Node;

Node\* graph[MAX\_NODES];

int indegree[MAX\_NODES];

// Function to add an edge to the graph

void addEdge(int u, int v) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->vertex = v;

newNode->next = graph[u];

graph[u] = newNode;

}

// Function to perform topological sort using BFS

void topologicalSort(int N) {

int queue[MAX\_NODES], front = 0, rear = 0;

for (int i = 1; i <= N; i++) {

if (indegree[i] == 0)

queue[rear++] = i;

}

while (front < rear) {

int u = queue[front++];

printf("%d ", u); // Output the node in topological order

Node\* temp = graph[u];

while (temp != NULL) {

int v = temp->vertex;

indegree[v]--;

if (indegree[v] == 0)

queue[rear++] = v;

temp = temp->next;

}

}

}

int main() {

int N, M;

printf("Enter the number of nodes and edges: ");

scanf("%d %d", &N, &M);

// Initialize graph and arrays

for (int i = 1; i <= N; i++) {

graph[i] = NULL;

indegree[i] = 0;

}

// Read edges and construct the graph

printf("Enter the edges (u v):\n");

for (int i = 0; i < M; i++) {

int u, v;

scanf("%d %d", &u, &v);

addEdge(u, v);

indegree[v]++;

}

printf("Topological ordering: ");

topologicalSort(N);

printf("\n");

return 0;

}

Input:

Output;

**Result:**

Thus the c program for topological ordering was executed.